
 

 
 

TEMPLATES 
11.1 Introduction                                                                     

• The templates provide generic programming by defining generic classes. 

• A function that works for all C++ data types is called as a generic function. 
• In templates generic data types are used as arguments and they can handle a verity of data types. 

• Templates helps the programmer to declare a group of functions or classes. When used with functions 
they are called function templates. 
Ex: 
 We can create a template for function square to find the square of an data type including int , 
float, long & double. The templates associated with classes are called as class template. 
 

11.2 Need of Template: 

• A template is a technique that allows using a single function or class to work with different data types. 

• Using template we can create a single function that can process any type of data that is the formal 
arguments of template functions are of template type. 

• So they can accept data of any type such as int, long, float, etc. Thus a single function can be used to 
accept values of different data type. 

• Normally we overload functions when we need to handle different data type. But this approach increases 
the program size and also more local variables are created in memory. 

• A template safely overcomes all this limitations and allows better flexibility to the program. 
Ex: 
#include <iostream.h> 
#include <conio.h> 
template <class T> 
class data 
{ 
 Public: 
  data (T c) 
  { 
   cout<<c<<sizeof(c); 
  } 
}; 
void  main() 
{ 
 clrscr(); 
 data <char> h(‘A’); 
 data <int > i(100); 
 data <float> j(3.12); 
 getch(); 
} 



 

 
 

11.3 Normal Function Template: 

 

• A normal function is not a member function of any class. 

• The difference between a normal and member function is that :- 
� Normal functions are defined outside the class. 
� They are not members of any class and hence can be invoke directly without using object and dot 

operator. 
� But member functions are class members and hence need to be invoke using objects of the class 

to which they belong. 

Ex: 

/* Write a program to find square of a number using normal template function*/ 

#include <iostream.h> 
#incude <conio.h> 
template <class T> 
void square (T x) 
{ 
 cout<<”square=”<<x*x; 
} 
void main() 
{ 
 clrscr(); 
 int i; char j; double k; 
 cout<<”Enter values for i, j & k :”; 
 cin>>i>>j>>k; 
 square(i); 

square(j); 
square(k); 
getch(); 

} 
 

11.4 Member Function Template: 
 
#include <iostream.h> 
#include <conio.h> 
template <class T> 
class sqr 
{ 
 public: 
  sqr (T c) 



 

  { 
   cout<<”Square=”<<c*c; 
  } 
}; 
 

11.5 Working of Function Templates: 
• After compilation the compiler can’t case with which type of data the template function will work. 

• When the template function called at that moment from the type of argument passed to the template 
function, the compiler identified the data type. 

• Every argument of the template type is then replaced with the identified data type and this process is 
called as instantiating. 

• So according to different data types respective versions of template functions are created. 

• The programmer need not write separate functions for each data type. 
 
 
/* Write a program to define data members of template types */ 
#include <iostream.h> 
#include <conio.h> 
template <calss T> 
class data 
{ 
 T x; 
 public: 
  data (T u) 
  { 
   X=u; 
  } 
  void show (T y) 
  { 
   cout<<x<<y; 
  } 
}; 
void main() 
{ 
 Clrscr(); 
 data<char> C (‘B’); 
 data<int> i (100); 
 data<double>d (48.25); 
 c.show (‘A’); 
 i.show (65); 
 d.show (68.25); 
} 
 
 
 



 

/* Write a program to define a constructor with multiple template variables */ 
 

#include <iostream.h> 
#include <conio.h> 
template <class T1,class T2> 
class data 
{ 
 Public: 
  Data(T1 a,T2 b) 
  { 
   cout<<a<<b; 
  } 
}; 
void main() 
{ 
 clrscr(); 
 data <int, float> h(2,2.5); 
 data <int, char> i(15,’c’); 
 data < float, int > j(3.12,50); 
} 
 
 

11.6 Overloading of Template Functions : 
 

• Template functions can be overloaded by normal function or template function. 
• While invoking these functions an error occurs if no accurate match is made. 

• No implicit conversion is carried out in parameters of template function. 
Ex: 
#include <iostream.h> 
#include <conio.h> 
template <calss T> 
void show (T c) 
{ 
 cout<<”Template variable c=”<<c; 
} 
void show(int f) 
{ 
 cout<<”Integer variable f=”<<f; 
} 
void main() 
{ 
 clrscr (); 
 show (‘c’); 
 show (50); 
 show (50.25); 



 

} 
 
/* Member function templates */ 
 
#include <iostream.h> 
#include <conio.h> 
template <calss T> 
class data 
{ 
 public: 
  data (T c); 
}; 
template <class T> 
data <T> :: data (T c) 
{ 
 cout<<”c=”<<c; 
} 
void main() 
{ 
 clrscr(); 
 data <char> h (‘A’); 
 data <int> i (100); 
 data <float> j (3.12); 
} 
 
 

11.7 Exception Handling With Class Template: 
 
#include <iostream.h> 
#include <conio.h> 
class sq{}; 
template <calss T> 
class square 
{ 
 T s; 
 public: 
  square (T x) 
  { 
   sizeof(x)==1 ? throw sq() : s=x*x; 
  } 
 void show() 
 { 
  cout<<”square=”<<s; 

  } 
 }; 



 

 void main() 
 { 
  try 
  { 
   square <int> i(2); 
   i.show(); 
   square <char> c(‘c’); 
   c.show(); 
  } 
  catch(sq) 
  { 

  cout<<”Square of character can’t be calculated.”; 
 } 
} 
 
 

11.8 Class Templates with Overloaded Operators : 
 
#include <iostream.h> 
#include <conio.h> 
template <calss T> 
class num 
{ 
 private: 
  T number; 
 public: 
  num() 
  { 
   number=0; 
  } 
  void input() 
  { 
   cout<<”Enter a number :”; 
   cin>>number; 
  } 
  num operator +(num); 
  void show() 
  { 
   cout<<number; 
  } 
}; 

 template <class T> 
 num <T> num <T> :: operator +(num <T>c) 
 { 
  num <T> tmp; 



 

  tmp.number = number + c.number; 
  return (tmp); 
 } 
 void main() 
 { 
  clrscr(); 
  num <int> n1,n2,n3; 
  n1.input(); 
  n2.input(); 
  n3=n1+n2; 
  cout<<”n3=”; 
  n3.show(); 
  getch(); 
 } 
 

11.9 Class Template and Inheritance: 
 

• The template class can also act as base class. 

• There are 3 cases:- 
� Derive a template class and add new member to it, the base class must be of template type. 
� Derive a class from non-template class add new template type members to derive class. 
� Derive a class from a template base class and omit the template features in the derive class. 

• This can be done by declaring the type while deriving the class. 
• All the template based variables are substituted with basic data type. 

How To Derive A Class Using A Template Base Class: 
 
#include <iostream.h> 
#include <conio.h> 
template <calss T> 
class one 
{ 
 protected: 
  T x,y; 
 void display() 
 { 
  cout<<x<<y; 
 } 
}; 
template <class S> 
class two : public one <S> 
{ 
 S z; 
 public: 
  two (S a, S b, S c) 
  { 



 

   x=a; y=b; z=c; 
  } 
  void show () 
  { 
   cout<<x<<y<<z; 
  } 
}; 
void main() 
{ 
 clrscr(); 
 two <int> i (2,3,4); 
 i.show(); 
 two <float> f (1.1,2.2,3.3); 
 f.show(); 
} 
 

11.10 Difference between Templates and Macros: 
• Macros are not type safe. That is a macro defined for integer operation can’t accept float data. 

• They are expanded with no type checking. 
• It is difficult to find errors in macros. 

• In case a variable is post incremented (a++) or post decremented (a--) the operation is carried out twice 
for a macro. 
 

11.11 Guidelines For Templates: 
• Templates are applicable when we want to create type secure classes that can handle different data types 

with same member functions. 

• The template classes can also be involved in inheritance. 

• The template variables allow us to assign default values. 
 
template <class T, int x=20> 
class data 
{ 
 T num[x]; 
} 

• All template arguments declared in the template argument list should be used for definition of formal 
arguments. Otherwise it will give compilation error. 

� template <class T> 
T show() 
{ 
 return x; 
} 

 
� template <class T> 

void show(int y) 



 

{ 
 T tmp; 
} 

   
  

NAMESPACES 
12.1 Namespace Scope: 

• C++ allows variables with different scopes such as local, global, etc with different blocks and classes. 
This can be done using keyword namespace. 

• All classes, templates & functions are defined inside the name space std. 
• The statement using namespace std tells the compiler that the members of this namespace are to be used 

in the current program. 

12.2 Namespace Declaration: 

• It is same as the class declaration, except that the name spaces are not terminated by (;) semicolons. 

Ex: 

namespace num 
{ 

int n; 
 void show (int k) 

 { 
  cout<<k; 
 } 
       } 
       num :: n=50; 
       using namespace num 
       n=10; 
       show (15) ; 
 

12.3 Accessing elements of a name space: 
1) Using Directive 
2) Using Declaration 
 
 

1) Using Directive: 
• This method provides access to all variables declared with in the name space. 

• Here we can directly access the variable without specifying the namespace name. 
 
Ex: 
#include<iostream.h> 
#include<conio.h> 



 

namespace num 
{ 
 int n; 
 void show() 
 { 
  cout<<”n=”<<n; 
 } 
} 
int main () 
{ 
 using namespace num; 
 cout<<”Enter a number :”; 
 cin>>n; 
 show(); 
 getch(); 
} 
 

2) Using Declaratives: 
• Here the namespace members are accessed through scope resolution operator and name space name. 

 
#include <iostream.h> 
#include<conio.h> 
namespace num 
{ 
 int n; 
 void show() 
 { 
  cout<<”n=”<<n; 
 } 
} 
int main() 
{ 
 cout<<”Enter value of n :”; 
 cin>>num :: n; 
 num :: show(); 
 getch(); 
} 
 
 

12.4 Nested namespace: 
• When one name space is declared inside another namespace it is known as nested namespace. 

 
 
 



 

12.5 Anonymous namespaces: 
• A namespace without name is known as anonymous namespaces. 

• The members of anonymous namespaces can be accessed globally in all scopes. 
• Each file posses separate anonymous namespaces. 
#include<iostream.h> 
#include<conio.h> 
namespace    num 
{ 
 int j=200; 
 namespace num1 // nested namespace 

{ int k=400;} 
} 
namespace //anonymous namespace 
{int j=500;} 
void main() 
{ 
 cout<<” j= ”<<num :: j; 
 cout<<” k= “<<num :: num1 :: k; 
 cout<<” j= “<<j; 
} 
 
 

12. 6 Function in namespace: 
#include<iostream.h> 
#include<conio.h> 
namespace fun 
{ 
 int add (int a,int b) 
 { 
  Return (a+b); 
 } 
 int mul (int a,int b) 
} 
int fun :: mul (int a, int b) 
{ return (a*b);} 
int main() 
{ 
 using namespace fun; 
 cout<<”Addition :”<<add(20,5); 
 cout<<” Multiplication :”<<mul(20,5); 
} 
 
 
 



 

12.7 Classes in namespace: 
#include<iostream.h> 
#include<conio.h> 
namespace A 
{ 
 class num 
 { 
  private: 
   int t; 
  public: 
   num (int m) 
   { 
    T=m; 
   } 
   void show() 
   { 
    Cout<<t; 
   } 

 }; 
} 
void main() 
{ 
//indirect access using scope access operator 

A :: num n1 (500); 
 n1.show(); 
//direct access using directive 
 using namespace A; 
 num n2(800); 
 n2.show(); 
} 
 

12.8 Namespace Alias: 
• It is designed to specify another name to existing namespace. 

• It is useful if the previous name is long. 

• We can specify a short name as alias and call the namespace members. 
 
 
#include<iostream.h> 
#include<conio.h> 
namespace number 
{ 
 Int n; 
 Void show() 
 { 
  Cout<<” n= “<<n; 



 

 } 
} 
Int main() 
{ 
 namespace num=number; 
 num :: n = 200; 
 number :: show (); 
} 
 

• The standard namespace std contains all classes, templates and functions needed by a program. 
 
 

12.9 Explicit Keyword : 
• It is to declare class constructors to be explicit constructors. 

• Any constructor called with one argument performs implicit conversion in which the type received by 
the constructor is converted to an object of the class in which the constructor is define. This conversion 
is automatic. 

• If we don’t wants such automatic conversion to take place. We may da so by declaring the onr argument 
constructor as explicit. 

Ex: 
 
class ABC 
{ 
 Int m; 
 public: 
  explicit ABC (int i) 
  { 
   m=i; 
  } 
_________________ 
       _________ 
             __ 
}; 
void main() 
{ 
 ABC abc1 (100); 
 ABC abc2=100; 
} 
 
 
 
 
 
 



 

12.10 Mutable keyword: 
• If we want to create a constant object or function but would like to modify a particular data item only, 

we can make that particular data item modifiable by declaring it as mutable. 
Ex: 
Class ABC 
{ 
 private: 
  mutable int m; 
 public: 
  explicit ABC (int x=0) 
  { 
   m=x; 
  } 
 void change () const 
 { 
  m=m+10; 
 } 

int display () const 
{ 

  return m; 
} 

} 
void main() 
{ 
 const ABC abc (100); 
 abc.display(); 
 abc.change(); 
 abc.display(); 
} 
 

12.11 Manipulating Strings: 
• A string is a sequence of character we use null terminated character arrayes to store and manipulate 

strings. These  strings are called C strings or C style string. 
• ANSI standard C++ provides a new class called string. This class is very large and includes many 

constructors, member functions and operators. 
• For using the string class we must include the string data type in the program. 

 
Creating String Objects: 
 

1) string  s1; (null string) //using constructor with no argument 
2) string  s2(“xyz”); //using one argument constructor 
3) s1=s2; //assigning string objects 
4) cin>>s1; //reading through keyboard 
5) getline (cin s1); 



 

 

12. 12 Manipulating String Objects: 
#include<iostream.h> 
#include<conio.h> 
#include<string.h> 
void main() 
{ 
 string  s1(“12345”); 
 string  s2(“abcde”); 
 cout<<s1<<s2; 
 s1.insert(4,s2); 
 cout<<s1; 
 s1.erase(4,5); 
 cout<<s1; 
 s2.replace(1,3,s1); 
 cout<<s2; 
} 
 

12.13 Relational Operator: 
• These operators are overloaded and can be used to compare string objects. 

 
void main() 
{ 
 string  s1(“ABC”); 
 string  s2(“XYZ”); 
 string  s3=s1+s2; 
 if(s1 != s2) 
  cout<<”s1 is not equal to s2.”; 
 if(s1 > s2) 
  cout<<”s1 greater than s2.”; 
 else 
  cout<<”s2 greater than s1.”; 
 int x=s1 . compare (s2); 
 if(x==0) 
  cout<<”s1 == s2”; 
 else if (x>0) 
  cout<<”s1 > s2”; 
 else 
  cout<<”s1 < s2”; 
} 
 
 
 
 



 

12.14 Accessing Characters In String: 
 

• They are used to access sub strings and individual characters of a string. 
 

Ex: 
int main() 
{ 

 string  s(“one two three four”); 
 for(int i=0;i<s.length();i++) 
 cout<<s.at(i); 
 for(int j=0;j<s.length();j++) 
 cout<<s[j]; 
 int x1=s.find(“two”); 

cout<<x1; 
int x2=s.find-first-of(‘t’); 
cout<<x2; 
int x3=s.find-last-of(‘r’); 
cout<<x3; 
cout<<s.substr(4,3); 
} 
string  s1(“Road”); 
string  s2(“Read”); 
s1.swap(s2); 

 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 



 

STANDARD TEMPLATE  LIBRARY(STL) 
• In order to held the C++ user in generic programming Alexander Steponor & Meng Lee of P developed 

a set of general  purpose templatised classes & function that could be used as standard approach for 
storing and processing of data. 

• The collect of these generic classes & functions is called the STL. 

13.1 Components  of  STL 
  13.1.1 Container 

• A container is an object that actually stores data. 

• It is a way data is organized in memory. 
• The STL containers are implemented by template classes & can be easily customized to hold different 

types of data. 

  13.1.2 Algorithm 
• It is a procedure i.e used to process the data contained in the containers. 
• STL includes many different algorithm to provide support to take such as initializing, searching, 

popping, sorting, merging, copying. 
• They are implemented by template functions. 

  13.1.3 Iterator 
• It is an object like a pointer that points to an element in a container. 
• We can use iterator to move through the contains of container. 

• They are handle just like pointers we can increment or decrement them. 

 
13.2 Types of containers 
 13.2.1 Sequence Containers 

• They stored elements in a linear sequence like a line. 

• Each element is related to other elements by its position along the line. 

• They all expand themselves through allow insertion of elements & support a no. of operation. 
Vector –  

• It is a dynamic array. 

• It allows insertion & deletion at back & permits direct access to any element.  
      List –  

• It is a bidirectional linear list. 

• It allows insertion & deletion any where. 
     Dequeue –  

• It is a double ended queue. 

• It allows insertion & deletion at both ends. 

13.2.2 Associative Container 
• They are design to support direct access to elements using keys. 

• They are 4 types. 
Set  

• It is an associative container for storing unique sets.  

• Here, is no duplicate are allowed. 
Multisets  



 

• Duplicate are allowed. 
Map 

• It is an associate container for storing unique key.  
• Each key is associated with one value. 

Multimap 
• It is an associate container for storing key value pairs in which one key may be 

associated with more then one value.  
• We can search for a desired student using his name as the key.  

• The main difference between a map & multimap is that, a map allows only one key for a 
given value to be stored while multimap permits multiple key. 

 13.2.3 Derived Container 
• STL provides 3 derived container, stack, queue, priority queue. They are also known as container 

adaptor. 

• They can be created from different sequence container. 
Stack – it is a LIFO list. 

 Queue – it is a FIFO list. 
 Priority queue – it is a queue where the 1st element out is always the highest priority queue. 

13.3 Algorithms 

• A large number of algorithms to perform activities such as searching and sorting are provided in the 

STL, each implemented to require a certain level of iterator (and therefore will work on any container 

that provides an interface by iterators).  

• Searching algorithms like binary search and lower bound use binary search and like sorting algorithms 

require that the type of data must implement comparison operator < or custom comparator function must 

be specified;  

• such comparison operator or comparator function must guarantee strict.  

• Apart from these, algorithms are provided for making heap from a range of elements, generating 

lexicographically ordered permutations of a range of elements, merge sorted ranges and 

perform union, intersection, difference of sorted ranges. 

 
13.4  Iterators 

• The STL implements five different types of iterators.  

• These are input iterators (that can only be used to read a sequence of values), output iterators (that can 

only be used to write a sequence of values), forward iterators (that can be read, written to, and move 

forward), bidirectional iterators (that are like forward iterators, but can also move backwards) 

and random access iterators (that can move freely any number of steps in one operation). 

• It is possible to have bidirectional iterators act like random access iterators, as moving forward ten steps 

could be done by simply moving forward a step at a time a total of ten times. 

•  However, having distinct random access iterators offers efficiency advantages. For example, a vector 

would have a random access iterator, but a list only a bidirectional iterator. 

• Iterators are the major feature that allow the generality of the STL. 

  For example, an algorithm to reverse a sequence can be implemented using bidirectional iterators, and    

then the same implementation can be used on lists, vectors and deques.  



 

• User-created containers only have to provide an iterator that implements one of the five standard iterator 

interfaces, and all the algorithms provided in the STL can be used on the container. 

• This generality also comes at a price at times.  

 For example, performing a search on an associative container such as a map or set can be much slower 

using iterators than by calling member functions offered by the container itself. This is because an 

associative container's methods can take advantage of knowledge of the internal structure, which is 

opaque to algorithms using iterators. 
 

 
 


